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spyware - a threat to internet users

- Spyware is malware that is installed on a computer to monitor user actions
- Spyware is an important threat to the security and privacy of Internet users
  - An analysis by Webroot and Earthlink showed that a large portion of Internet-connected computers are infected with spyware
  - Spyware also degrades performance and causes unexpected side-effects
- BHOs are a very popular kind of spyware (Weng et al, 90 of 120 spyware samples use BHO architecture)
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Tainting allows to tag data elements of interest and track their propagation throughout the system. Our system covers

- **Data dependencies** \( \text{mov } %eax, %ebx \)
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- **Untainting with simple constant functions**
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- Monitor operating system actions (task/thread switches) and system calls (creation of new processes, ...)

M. Egele & C. Kruegel & E. Kirda & H. Yin & D. Song
Dynamic Spyware Analysis
Some key tasks have to be performed to connect operating system information with hardware level taint information:

- Identify the currently executing task/thread
- Check if the current instruction is executed in the context of the BHO
- Monitor operating system actions (task/thread switches) and system calls (creation of new processes, ...)
bridging the semantic gap

Some key tasks have to be performed to connect operating system information with hardware level taint information:

- Identify the currently executing task/thread
- Check if the current instruction is executed in the context of the BHO
- Monitor operating system actions (task/thread switches) and system calls (creation of new processes, ...)

M. Egele & C. Kruegel & E. Kirda & H. Yin & D. Song
taint sources

A taint source defines a portion of data that is sensitive. Two taint sources have been implemented so far:

- The URL that is loaded by the Internet Explorer (`IWebBrowser2::Navigate()`)  
- Contents of network packages received by the Internet Explorer over TCP connections (`NtDeviceIoControlFile`)
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stup.dll submits the URLs of all visited pages to a remote server. This BHO is not detected by the latest versions (at the time of writing) of AdAware or SpyBot.
details on spyware samples

- `zangohook.dll` reads the current URL and copies it to a shared memory that is then read by `Zango.exe` “companion process”

- `e2give` reads the URL of every site and compares it to a list (automatically detected) of URLs stored in the BHO; upon a match, the request is redirected to a different server with the original URL as a parameter

- `stup.dll` submits the URLs of all visited pages to a remote server. This BHO is not detected by the latest versions (at the time of writing) of AdAware or SpyBot.
zangohook.dll reads the current URL and copies it to a shared memory that is then read by Zango.exe “companion process”

e2give reads the URL of every site and compares it to a list (automatically detected) of URLs stored in the BHO; upon a match, the request is redirected to a different server with the original URL as a parameter

stup.dll submits the URLs of all visited pages to a remote server. This BHO is not detected by the latest versions (at the time of writing) of AdAware or SpyBot.
summary

- Taint-tracking-based, behavioral spyware analysis
- Focus is on BHOs
- Covers data-, address-, and control dependencies
- Able to detect previously unknown spyware instances
Motivation

Our Solution

System Design & Implementation

Evaluation

Evaluation in Numbers

Detailed Results

summary

- Taint-tracking-based, behavioral spyware analysis
- Focus is on BHOs
  - Covers data-, address-, and control dependencies
  - Able to detect previously unknown spyware instances
summary

• Taint-tracking-based, behavioral spyware analysis
• Focus is on BHOs
• Covers data-, address-, and control dependencies
• Able to detect previously unknown spyware instances
Taint-tracking-based, behavioral spyware analysis
Focus is on BHOs
Covers data-, address-, and control dependencies
Able to detect previously unknown spyware instances
Thank You

Questions?